Федеральное государственное бюджетное образовательное учреждение высшего образования «Нижегородский государственный архитек­турно-строительный университет» (ННГАСУ)

*Факультет инженерно-экологических систем и сооружений*

*Кафедра информационных систем и технологий*

КУРСОВАЯ РАБОТА

по дисциплине: «Язык программирования Python»

На тему: «Алгоритмы поиска пути и структурное программирова­ние»

Выполнил студент 1 курса гр. ИС-33 Буторова А.А.

Проверил Морозов Н.С.

Нижний Новгород – 2023 г.

Оглавление

[Введение 3](#_Toc137201489)

[Цель курсовой работы: 3](#_Toc137201490)

[Задачи: 3](#_Toc137201491)

[1. Теоретическая часть 4](#_Toc137201492)

[Структурное программирование 4](#_Toc137201493)

[Поиск в глубину 5](#_Toc137201494)

[Алгоритм А\* 6](#_Toc137201495)

[2. Реализация алгоритма в данной программе 7](#_Toc137201496)

[Реализация алгоритма поиска в глубину в данной программе 7](#_Toc137201497)

[Реализация алгоритма A\* в данной программе 7](#_Toc137201498)

[Пример работы 10](#_Toc137201499)

[Заключение 11](#_Toc137201500)

[Список литературы 12](#_Toc137201501)

[Листинг программы 13](#_Toc137201502)

# Введение

В данной курсовой работе будут рассмотрены два известных алгоритма поиска пути, которые могут быть реализованы на языке Python - Depth-First Search и A\*. Так же будет рассмотрено структурное программирование. Структурное программирование предназначено для улучшения читаемости, тестируемости и обслуживания кода программы. Depth-First Search является простым алгоритмом поиска пути, который ищет решение путем исследования каждой ветки дерева полностью, прежде чем переходить на следующую ветку. В свою очередь, A\* — это более сложный алгоритм, который использует эвристику для нахождения оптимального пути в графе между двумя узлами. При выполнении работы будут использоваться принципы структурного программирования, такие как использование функций и разделение программы на модули. В итоге, будет разработана программа, реализующая данные алгоритмы поиска пути в структурной парадигме программирования на языке Python.

Цель курсовой работы: рассмотреть алгоритмы поиска в глубину и А\* на практике, изучить их особенности, возможности и производительность, а также разработать их реализацию на языке Python для задачи поиска маршрута в лабиринте.

## Задачи:

1. Понять и изучить, что же такое структурное программирование;

2. Изучить теорию алгоритмов обхода графа: в глубину и A\*;

3. На языке программирования Python написать программу, которая будет искать маршрут в лабиринте с помощью поиска в глубину и алгоритма А\*;

4. Сохранить результаты обходов лабиринта и получившиеся маршруты в файл.

5. Разобрать работу написанного кода, объяснить принцип работы алгоритмов и структуру программы.

# 1. Теоретическая часть

## Структурное программирование

Сущность структурного подхода к разработке ИС заключается в ее декомпозиции (разбиении) на автоматизируемые функции: система разбивается на функциональные подсистемы, которые в свою очередь делятся на подфункции, подразделяемые на задачи и так далее. Процесс разбиения продолжается вплоть до конкретных процедур. При этом автоматизируемая система сохраняет целостное представление, в котором все составляющие компоненты взаимоувязаны.

Все наиболее распространенные методологии структурного подхода базируются на ряде общих принципов:

• принцип "разделяй и властвуй" - принцип решения сложных проблем путем их разбиения на множество меньших независимых задач, легких для понимания и решения;

• принцип иерархического упорядочивания - принцип организации составных частей проблемы в иерархические древовидные структуры с добавлением новых деталей на каждом уровне.

• принцип абстрагирования заключается в выделении существенных аспектов системы и отвлечения от несущественных;

• принцип формализации заключается в необходимости строгого методического подхода к решению проблемы;

• принцип непротиворечивости заключается в обоснованности и согласованности элементов;

• принцип структурирования данных заключается в том, что данные должны быть структурированы и иерархически организованы.

Э. Дейкстра предложил строить программу как композицию из нескольких типов управляющих конструкций (структур), которые позволяют повысить понимаемость логики работы программы. Программирование с использованием только таких конструкций назвали структурным*.*

Э. Дейкстра был основоположником структурного программирования. Его заслуга состоит не только в разработке этой концепции, но и в ее деятельном продвижении. В 1965 году на конгрессе IFIP Дейкстра высказал мнение, что оператор goto может быть исключен из языков программирования. Однако его мнение не вызвало сильную реакцию. Тогда Дейкстра в 1968 году посвятил оператору goto отдельное письмо редактору одного из научных журналов Н. Вирту. Годом позже Дейкстра опубликовал работу, названную «Структурное программирование», что и дало название новой концепции программирования.

Для изображения передач управления в модулях используются структурные схемы программ.

![](data:image/png;base64,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)

Рис 1. Структурные схемы IF-THEN-ELSE, FOR и WHILE

Основными конструкциями структурного программирования являются: следование (выполнение операторов последовательно), разветвление (в зависимости от выполнения некоторого условия выполняется та или иная последовательность операторов) и повторение (многократное выполнение одинаковой последовательности операторов). Существенно, что каждая из этих конструкций имеет по управлению только один вход и один выход. Весьма важно также, что эти конструкции являются уже математическими объектами (что, по существу, и объясняет причину успеха структурного программирования).

## Поиск в глубину

Что делать, когда приходится разгадывать лабиринт? Люди склонны выбрать маршрут и продолжать идти по нему до тех пор, пока не обнаружат тупик. Дойдя до тупика, они снова возвращаются и продолжают возвращаться, пока не увидят путь, по которому раньше не ходили. Они выберут этот новый маршрут. Еще раз продолжат идти, пока не обнаружат тупик, и вернутся снова. Именно так работает поиск по глубине.

Поиск в глубину — это рекурсивный алгоритм, который использует концепцию обратного отслеживания. Он включает в себя тщательный поиск по всем узлам, продвигаясь вперед, если это возможно, в противном случае возвращаясь назад. Здесь слово "обратный путь" означает, что как только вы продвигаетесь вперед и на текущем пути больше нет узлов, вы продвигаетесь назад по эквивалентному пути, чтобы найти узлы для прохождения. Все узлы продвигаются к посещению по текущему пути до тех пор, пока не будут пройдены все не посещённые узлы, после чего будут выбраны последующие пути.

Рекурсивный метод алгоритма поиска в глубину реализован с использованием стека. Стандартная реализация поиска в глубину помещает каждую вершину графа в одну из всех 2 категорий: Посещенная и не посещенная. Единственная цель этого алгоритма - посетить все вершины графа, избегая циклов. Алгоритм DSF выглядит следующим образом:

1. Поместите любую вершину графа на верх стека.

2. После этого возьмите верхний элемент стека и добавьте его в список посещенных вершин.

3. Затем создайте список из этого и соседнего узла вершины. Добавьте те вершины, которых нет в списке посещенных, в верхнюю часть стека.

4. Наконец, продолжайте повторять шаги 2 и 3 до тех пор, пока стек не опустеет.

## Алгоритм А\*

Алгоритм A\* (A-Star) является одним из наиболее популярных алгоритмов поиска пути в картах, используется в играх, приложениях GPS и в других областях, где важен нахождение оптимального пути.

Принцип работы алгоритма A\* основывается на использовании эвристики, чтобы выбрать более эффективный путь. Результатом работы алгоритма является наименьшее количество шагов, необходимых для достижения цели. Порядок обхода вершин определяется эвристической функцией «расстояние + стоимость» (обычно обозначаемой как f(x)). Эта функция — сумма двух других: функции стоимости достижения рассматриваемой вершины (x) из начальной (обычно обозначается как g(x) и может быть как эвристической, так и нет), и функции эвристической оценки расстояния от рассматриваемой вершины к конечной (обозначается как h(x)).

Преимущество алгоритма A\* заключается в его способности находить оптимальный путь. Однако, его работу не всегда можно предсказать, особенно если карта большая, со множеством препятствий и тонкими участками. Тем не менее, алгоритм A\* остается одним из наиболее популярных алгоритмов поиска пути, используется в большом количестве приложений и игр.

# 2. Реализация алгоритма в данной программе

В первую очередь импортируется модуль heapq, который содержит функции для работы с кучей (очередью с приоритетом).

Затем определяется функция read\_maze\_file(file\_path), которая читает файл с лабиринтом и возвращает его в виде двумерного списка.

После определяем три функции, которые находят координаты входа в лабиринт (find\_start(maze)), выхода из лабиринта (find\_exit(maze)) и функция, которая находит координаты ключа (\*) в лабиринте (find\_key(maze)).

После определяется функция get\_neighbors(maze, x, y), которая получает соседние координаты от заданной координаты в лабиринте

## Реализация алгоритма поиска в глубину в данной программе

maze - двумерный список, представляющий лабиринт,

start\_coord - кортеж, представляющий начальную координату в лабиринте,

key\_coord - кортеж, представляющий координату с ключом в лабиринте.

Функция создает пустой стек stack, в котором будут храниться координаты, используемые для поиска пути. Затем создается пустое множество visited, которое будет содержать координаты, которые уже были посещены. Создается словарь paths, который хранит путь от начальной координаты до каждой координаты в лабиринте.

Затем функция начинает работу в цикле while. В этом цикле последовательно извлекается из стека одна координата x, y. Если эта координата совпадает с координатой ключа, то функция возвращает путь до этой координаты. Если же такая координата уже была посещена, то ее пропускает и переходит к следующей координате. Если координата еще не была посещена, добавляет ее во множество посещенных и получает соседние координаты с помощью функции get\_neighbors(maze, x, y). Затем функция проходит по всем соседним координатам и, если их еще не посещал, добавляет их в стек и обновляет путь в словаре paths.

Таким образом, эта функция позволяет найти путь от начальной координаты до координаты с ключом, используя поиск в глубину.

## Реализация алгоритма A\* в данной программе

Эта часть кода содержит две функции: heuristic и a\_star\_search, которые используются для поиска кратчайшего пути в лабиринте.

Функция heuristic принимает две входные координаты и вычисляет эвристическое значение между ними, используя манхэттенское расстояние. Она нужна для оценки того, насколько близки две координаты друг к другу.

Функция a\_star\_search использует алгоритм A\*, который осуществляет поиск кратчайшего пути от начальной координаты (key\_coord) до конечной координаты (exit\_coord) в лабиринте. Она создает кучу (heap), словари для хранения стоимости пути (path\_costs) и пути до каждой координаты (paths). Алгоритм работает следующим образом:

1. Из кучи извлекается координата с наименьшим значением приоритета (стоимости пути + эвристическое значение).

2. Если достигнута координата выхода (exit\_coord), то возвращаем путь до нее.

3. Получаем соседние координаты для текущей координаты.

4. Рассчитываем стоимость перемещения к соседней координате и проверяем, была ли она уже посещена (содержится ли в словаре path\_costs). Если координата не посещалась или новый путь более дешевый, то обновляем path\_costs и priority (приоритет соответствующей координаты в куче).

5. Обновляем путь до соседней координаты в словаре paths.

6. Повторяем пункты 1-5, пока куча не будет пустой.

Таким образом, функция a\_star\_search находит кратчайший путь от начальной до конечной координаты в лабиринте, используя А\* алгоритм с помощью эвристики для определения приоритета каждой координаты.

После этих алгоритмов идут:

update\_maze\_with\_path(maze, path, symbol) - функция, которая получает на вход двумерный массив maze, координату пути path и символ symbol, и заменяет символы в maze на symbol по координатам пути path.

save\_maze\_to\_file(maze, file\_path) - функция, которая получает на вход двумерный массив maze и путь к файлу file\_path, и записывает содержимое массива maze в файл file\_path.

maze = read\_maze\_file('maze-for-u.txt') - код, который считывает файл 'maze-for-u.txt' и записывает его содержимое в массив maze.

start\_coord = find\_start(maze) - код, который ищет на карте maze координату начального положения и записывает ее в переменную start\_coord.

key\_coord = find\_key(maze) - код, который ищет на карте maze координату ключа и записывает ее в переменную key\_coord.

exit\_cord = find\_exit(maze) - код, который ищет на карте maze координату выхода и записывает ее в переменную exit\_cord.

создается переменная dfs\_path, которой присваивается результат выполнения функции depth\_first\_search со следующими параметрами: лабиринт maze, начальные координаты start\_coord и координаты ключа key\_coord.

Далее, проверяется условие dfs\_path: если оно истинно, то выполняется блок кода внутри if. Если dfs\_path не содержит никаких значений (то есть False, None или пустую строку), то выполняется блок кода внутри else.

Внутри тела if вызывается функция update\_maze\_with\_path с тремя параметрами: лабиринт maze, dfs\_path (путь от начальной координаты до ключа, построенный во время выполнения функции depth\_first\_search) и символ '.'. Функция обновляет лабиринт, заменяя все клетки на пути от начальной координаты до ключа на символ '.'.

Далее, вызывается функция a\_star\_search с параметрами: лабиринт maze, координаты ключа key\_coord и координаты выхода exit\_cord для поиска кратчайшего пути от ключа до выхода с использованием алгоритма A\*.

Если функция a\_star\_search возвращает какой-то результат, выполняется блок кода внутри if. В теле блока функция update\_maze\_with\_path вызывается с параметрами: лабиринт maze, a\_star\_path (кратчайший путь от ключа до выхода, построенный во время выполнения функции a\_star\_search) и символ ','. Функция обновляет лабиринт, заменяя все клетки на пути от ключа до выхода на символ ','.

Затем, обновляется символ ключа в лабиринте, заменяя его на звездочку - символ '\*'. Это позволяет отличить клетку с ключом от других в лабиринте.

После этого вызывается функция save\_maze\_to\_file с параметрами: лабиринт maze и имя файла 'maze-for-me-done.txt'. Функция сохраняет лабиринт в файл 'maze-for-me-done.txt'.

В конце блока if выводится на экран сообщение "Маршрут найден". Если функция a\_star\_search не возвращает результат, то выполняется блок кода внутри else, который выводит сообщение "Невозможно найти путь от ключа до выхода.". Если переменная dfs\_path не содержит какого-либо значения, то выводится сообщение "Невозможно найти путь от начальной координаты до ключа.".

# Пример работы
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Рис. 2 Поиск в глубину
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Рис. 3 Алгоритм А\*

# Заключение

В рамках выполнения задачи были разработан программный код для решения задачи прохождения маршрута в лабиринте. Для этого были использованы алгоритмы поиска в глубину и A\*. Алгоритм А\* и алгоритм поиска в глубину являются важными инструментами в области искусственного интеллекта и компьютерных наук. Оба алгоритма используются для решения задач поиска оптимального пути в графах и имеют свои преимущества и недостатки. Алгоритм А\* обладает более высокой эффективностью и точностью, но требует большего объема вычислений. Алгоритм поиска в глубину, в свою очередь, более прост в реализации и требует меньше вычислительных ресурсов, но может не дать оптимального решения. В результате работы был создан код для прохождения маршрута от начальной координаты аватара до ключа с помощью алгоритма поиска в глубину, а затем - от ключа до ближайшего выхода с помощью A\*.
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# Листинг программы

import heapq  
  
  
def read\_maze\_file(file\_path):  
 maze = []  
 with open(file\_path, 'r') as file:  
 for line in file:  
 maze.append(list(line.strip()))  
 return maze  
  
# Функция для поиска начальной координаты в лабиринте.  
def find\_start(maze):  
 for y in range(len(maze[0])):  
 if maze[0][y] == ' ':  
 return (0, y)  
  
  
def find\_exit(maze):  
 for y in range(len(maze[0])):  
 if maze[len(maze) - 1][y] == ' ':  
 return (len(maze) - 1, y)  
  
  
def find\_key(maze):  
 for i in range(len(maze)):  
 for j in range(len(maze[i])):  
 if maze[i][j] == '\*':  
 return (i, j)  
  
# Функция для получения соседних координат от заданной координаты в лабиринте.  
def get\_neighbors(maze, x, y):  
 neighbors = []  
 directions = [(-1, 0), (1, 0), (0, -1), (0, 1)] # Верх, низ, лево, право  
 for dx, dy in directions:  
 new\_x, new\_y = x + dx, y + dy  
 if 0 <= new\_x < len(maze) and 0 <= new\_y < len(maze[0]) and maze[new\_x][new\_y] != '#':  
 neighbors.append((new\_x, new\_y))  
 return neighbors  
  
# Функция для выполнения поиска в глубину от начальной координаты до ключа в лабиринте.  
def depth\_first\_search(maze, start\_coord, key\_coord):  
 stack = [start\_coord]  
 visited = set()  
 paths = {start\_coord: []}  
  
 while stack:  
 x, y = stack.pop()  
 if (x, y) == key\_coord:  
 return paths[(x, y)] + [(x, y)]  
 if (x, y) in visited:  
 continue  
 visited.add((x, y))  
 neighbors = get\_neighbors(maze, x, y)  
 for neighbor in neighbors:  
 if neighbor not in visited:  
 stack.append(neighbor)  
 paths[neighbor] = paths[(x, y)] + [(x, y)]  
  
  
  
def heuristic(coord1, coord2):  
 x1, y1 = coord1  
 x2, y2 = coord2  
 return abs(x1 - x2) + abs(y1 - y2)  
  
def a\_star\_search(maze, key\_coord, exit\_coord):  
 heap = [(0, key\_coord)]  
 path\_costs = {key\_coord: 0}  
 paths = {key\_coord: []}  
  
 while heap:  
 cost, coord = heapq.heappop(heap)  
 if coord == exit\_coord: # Если достигнута координата выхода, возвращаем путь  
 return paths[coord] + [coord]  
 neighbors = get\_neighbors(maze, \*coord)  
 for neighbor in neighbors:  
 new\_cost = path\_costs[coord] + 1  
 if neighbor not in path\_costs or new\_cost < path\_costs[neighbor]:  
 path\_costs[neighbor] = new\_cost  
 priority = new\_cost + heuristic(neighbor, exit\_coord) # Приоритет = стоимость пути + эвристическое значение  
 heapq.heappush(heap, (priority, neighbor))  
 paths[neighbor] = paths[coord] + [coord]  
  
  
  
def update\_maze\_with\_path(maze, path, symbol):  
 for coord in path:  
 x, y = coord  
 maze[x][y] = symbol  
  
# функция для записи в файл  
def save\_maze\_to\_file(maze, file\_path):  
 with open(file\_path, 'w') as file:  
 for row in maze:  
 file.write(''.join(row) + '\n')  
  
# Основная часть программы  
maze = read\_maze\_file('maze-for-u.txt')  
start\_coord = find\_start(maze)  
key\_coord = find\_key(maze)  
exit\_cord = find\_exit(maze)  
  
# поиск пути от начальной координаты до ключа с использованием поиска в глубину  
dfs\_path = depth\_first\_search(maze, start\_coord, key\_coord)  
  
if dfs\_path:  
 update\_maze\_with\_path(maze, dfs\_path, '.')  
 a\_star\_path = a\_star\_search(maze, key\_coord, exit\_cord)  
  
 if a\_star\_path:  
 # Обновляем лабиринт с путем от ключа до выхода, путь запятыми  
 update\_maze\_with\_path(maze, a\_star\_path, ',')  
  
 x, y = key\_coord  
 maze[x][y] = '\*'  
  
 # Сохраняем лабиринт в файл  
 save\_maze\_to\_file(maze, 'maze-for-me-done.txt')  
 print("Маршрут найден")  
 else:  
 print("Невозможно найти путь от ключа до выхода.")  
else:  
 print("Невозможно найти путь от начальной координаты до ключа.")